Que es el char \_\_user \*???

As you read through the list of file\_operations methods, you will note that a number of parameters include the string \_\_user. This annotation is a form of documentation, noting that a pointer is a user-space address that cannot be directly dereferenced. For normal compilation, \_\_user has no effect, but it can be used by external checking software to find misuse of user-space addresses.

Why all system calls in Linux passes arguments to kernel using “call by reference”?

Efficiency.

The memory space for user mode and kernel mode are different. When you make a system call, the MMU of the Linux subsystem makes sure that proper memory mapping of the user space process running in their own Virtual address space is done to the Physical address space of the kernel. Variables in the user mode stay in the process' virtual address space. They can't just be passed in system calls and expected to get mapped in the physical address space .

This is what my understanding is. Would love to discuss and clarify if needed.

Many (most?) systems implement function calls by pushing argument values onto a stack. If you pass a struct or any other complex data type by value, you'd need to copy it to the stack. There's no reason to do this, since the kernel has access to the entire memory space of the process. Aside from the copy cost, you'd also increase the stack space needed.

In addition, the kernel will need to copy any data it needs to retain into the kernel memory space. The kernel can't rely on user space code behavior. (It's also not going to free anything obtained from user space, which eliminates some any concerns over mixing up responsibility for reclaiming memory.)

Finally, realistically, coders working in the kernel need to be very comfortable with working with pointers. There's really no advantage to passing by value once you're completely comfortable with pointers.

Parameters are passed to system calls

Second, because a system call runs on its own stack, the number of arguments that can be passed to a system call is limited. The operating system linkage conventions specify that up to eight general purpose registers are used for parameter passing. . Because a system call does not have direct access to the application's stack, all parameters for system calls must fit in eight registers.

Los registros eax ebx ecx y edx se emplean

register vs stack cpu

A **stack register** is a computer central [processor register](https://en.wikipedia.org/wiki/Processor_register) whose purpose is to keep track of a [call stack](https://en.wikipedia.org/wiki/Call_stack). On an [accumulator-based architecture](https://en.wikipedia.org/wiki/Accumulator-based_architecture) machine, this may be a dedicated register such as SP on an [Intel x86](https://en.wikipedia.org/wiki/Intel_x86) machine.  A register is used to store the address of the topmost element of the stack which is known as **Stack pointer (SP)**. In this organisation, ALU operations are performed on stack data. It means both the operands are always required on the stack. After manipulation, the result is placed in the stack.

En arquitectura de ordenadores, un registro es una memoria de alta velocidad y poca capacidad, integrada en el microprocesador, que permite guardar transitoriamente y acceder a valores muy usados,

FORK

**fork** is an operation whereby a [process](https://en.wikipedia.org/wiki/Computer_process) creates a copy of itself.  In multitasking operating systems, processes (running programs) need a way to create new processes, e.g. to run other programs. Fork and its variants are typically the only way of doing so in Unix-like systems. For a process to start the execution of a different program, it first forks to create a copy of itself. Then, the copy, called the "[child process](https://en.wikipedia.org/wiki/Child_process)", calls the [exec](https://en.wikipedia.org/wiki/Exec_(system_call)) system call to overlay itself with the other program: it ceases execution of its former program in favor of the other.  is used to create processes. It takes no arguments and returns a process ID. The purpose of fork() is to create a new process, which becomes ...

MACROS

Los macros son muy utilizados en C y C++. Estos básicamente son un alias que podemos incluir en nuestro código el cual, al momento de compilar, sera reemplazado por lo que hayamos definido. Un macro no es más que otro **define**, pero dado que es capaz, o al menos susceptible de **realizar decisiones lógicas**, o **funciones matemáticas**, una **macro** es una porción de código que se traduce en tiempo de preproceso.

What does asmlinkage mean in the definition of system calls?

The short answer to your question is that asmlinkage tells your compiler to look on the CPU stack for the function parameters, instead of registers.

System calls are *services* that userspace can call to request the kernel to perform something for them (and therefore execute in kernel space). These functions are quite unorthodox in the sense that you cannot expect them to behave like normal functions, where parameters are typically passed by writing to the program stack, but instead they are written to registers. While still in userspace, calling a syscall requires writing certain values to certain registers is translated. The system call number (http://lxr.linux.no/linux+v3.5.4/arch/x86/syscalls/syscall\_64.tbl) will always be written in eax, while the the rest of the parameters will go into ebx, ec

ithout asmlinkage, all the parameters for the syscall will be passed in registers. Since there are only 6 general purpose registers in x86/x86\_64, more than 6 parameters can not be passed without asmlinkage

Why is Linux syscall return type “long”?

Syscalls with fewer than 6 parameters passed in registers – %eax (syscall number), %ebx, %ecx, %esi, %edi, %ebp • If 6 or more arguments – Pass pointer to block structure containing argument list • Maximum size of argument is register size – Larger arguments passed as pointers • Use special routines to fetch pointer arguments – get\_user(), put\_user(), copy\_to\_user(), copy\_from\_user

-EFAULT if you pass an invalid pointer.
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